Using user-defined Receive PDOs with the MAC00-FCx modules

From firmware version 2.2 Beta 1, the Receive PDO24 can be configured for different data formats.
This allows one 16-bit motor register and one 32-bit motor register to be received via PDOs.

Make sure to upgrade to the V2.2 firmware in MacTalk as shown below. The firmware version of
the MAC motor is less important — any version released after the summer 2006 should work well
for CANopen.
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The setup is illustrated with the help of a screenshot from the JVL utility CANopen Explorer:
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Object 0x2011, SubIndex 0x0B and SubIndex 0x0C are used to select which motor register will
receive the values written with RxPDO24.

Three basic formats are possible.

When both sub-indices are zero (default after power-up), RxPD0O24 will work in backwards
compatible way, with a length of one byte, that sets the modules digital outputs.

When Sublndex 0x0B is non-zero, but SubIndex 0x0C is zero, the length of the PDO must be 4
bytes, and the first byte is used to set up the module outputs. The second byte is not used. The third
and fourth byte hold the 16-bit value (with the low byte first), that will be written to the motor
register number 2..250, selected by SubIndex 0x0B. For example, writing the value 65 (decimal) to
Object 0x2011, SubIndex 0x0B will cause data written with Receive PD0O24 to be saved to motor
register 65, V1.

When Sublndex 0x0C is non-zero, the length of PDO24 must be 8 bytes. The first four bytes work
as described above, except that the 16-bit data will not be written to any motor register is SubIndex
0x0B is zero. Bytes 4, 5, 6 and 7 (lowest bytes first) are written as a 32-bit value to the motor
register number stored in Sublndex 0x0C. For example a value in SubIndex 0x0C of 49 (decimal)
will cause the last four bytes in Receive PDO 24 to be written to motor register 49, P1.

It is not necessary to change the PDO mapping objects for this to work. Also the firmware does not
modify the mapping objects at index 0x16xx.

The new Sublndices 0xOE and 0xOF are generally not used in production, but can be used for
development. These hold the latest 16-bit and 32-bit values received on RxPDO24 — before they are
written to the basic motor.

Note that the 32-bit value is written to the basic motor before the 16-bit value, if both are used in
the same PDO. This allows operations like updating a 32-bit Position register, and then execute a

FastMac command immediately after that by writing the FastMac command value to the Command
register Reg211.

<place description of user-defined TxPDOs here>
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