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## Moves and Movetype.

When the BASIC issues a move instruction to the motion system, a MOVETYPE is set in the MTYPE buffer for the axis being acted upon. The MTYPE is actually a code number where $0=$ IDLE (or no move in progress) and, for example, $4=$ MOVECIRC. For a list of the codes check section 8 of the manual.

So, if a MOVEABS(n) AXIS(2) command is issued, the value 2 appears in the axis 2 MTYPE buffer. When the move is completed, the MTYPE value goes back to 0 .

## Buffered Moves

If a second move is requested for an axis when a move is already in progress, the move is loaded into a move buffer, called the NTYPE, and held in readiness for the present move to finish.

The instant the move in the MTYPE register is finished, the buffered move is pulled forward and starts in the next
 servo period.

When both MTYPE and NTYPE registers have a move loaded and another move command is issued, this is sent to the PROCESS BUFFER for that particular process in the multi tasking system. Once the process buffer is has a move in it, no more moves can be buffered so if a process issues another move, it will wait until the move in progress has finished so that the buffered moves can all shuffle forward and leave room in the process buffer.

If the process is a BASIC program, this results in the program waiting at the line containing the move instruction. When a move instruction is entered at the command line on terminal channel 0 , this results in the terminal "locking up" until the process buffer becomes free and the move command can thus go on into the NTYPE buffer.

## Effect on Program Flow

When 2 or more axes are being controlled by one BASIC program, it is possible for the moves on one axis to hold up the progress of the other axes. For instance if axis 1 has a series of long moves and axis 0 a series of short moves, the following program would cause axis 0 to wait for axis 1 , even though this is not obvious at first sight.

```
FOR n=1 TO 50
    MOVE (VR(n)) AXIS (0)
    MOVE (VR(100+n) AXIS (1)
NEXT n
```

The sequence would be as follows:

| Command | AXIS 0 | AXIS 1 |
| :---: | :---: | :---: |
| MOVE (VR(1)) AXIS (0) | MOVE(VR(1)) in MTYPE |  |
| MOVE (VR (101)) AXIS (1) |  | $\operatorname{MOVE}(\operatorname{VR}(101))$ in MTYPE (say this is a long move) |
| MOVE (VR (2)) AXIS (0) | MOVE(VR(2)) in NTYPE |  |
| MOVE (VR(102)) AXIS (1) |  | MOVE(VR(102)) in NTYPE |
| MOVE (VR(3)) AXIS (0) | MOVE(VR(3)) in PROCESS BUFFER. |  |
| MOVE (VR (103) ) AXIS (1) |  | waits at this line for MOVE(VR(1)) to finish |
| MOVE(VR(1)) finishes: | MOVE(VR(2)) in MTYPE MOVE(VR(3)) in NTYPE | $\operatorname{MOVE}(\operatorname{VR}(103)$ ) in PROCESS BUFFER. |
| MOVE (VR(4)) AXIS (0) |  | waits at this line for MOVE(VR(101)) to finish |
| MOVE(VR(2)) finishes: | MOVE(VR(3)) in MTYPE IDLE in NTYPE | still waiting for $\operatorname{MOVE}(\operatorname{VR}(101))$ to finish. |
| MOVE(VR(3)) finishes: | IDLE in MTYPE IDLE in NTYPE | still waiting. |
| AXIS(0) has now stopped! |  |  |
| MOVE(VR(101)) finishes: | MOVE(VR(4)) in MTYPE |  |
| MOVE (VR(104)) AXIS (1) |  | etc..... |

## Solution

To avoid the moves being processed from holding up the BASIC program, one can test the NTYPE parameter for zero before loading a new move. For example:

FOR $\mathrm{n}=1$ то 50
If NTYPe AXIS ( 0 ) $=0$ then
MOVE (VR(n)) AXIS (0)
ENDIF
If Ntype Axis (1) $=0$ then
MOVE (VR(100+n)) AXIS (1)
ENDIF

NEXT $n$

